An R package can be viewed as a [set of functions](https://github.com/ropensci/software-review/issues/350#issue-518124603), of which only a part are exposed to the user. In this blog post we shall concentrate of the functions that are not exposed to the user, so called internal functions: what are they, how does one handle them in one’s own package, and how can one explore them?

**Internal functions 101**

**What is an internal function?**

It’s a function that lives in your package, but that isn’t surfaced to the user. You could also call it unexported function or helper function; as opposed to [exported functions](https://r-pkgs.org/namespace.html#exports) and user-facing functions.

For instance, in the usethis package there’s a base\_and\_recommended() function that is not exported.

# doesn't work

library("usethis")

base\_and\_recommended()

## Error in base\_and\_recommended(): could not find function "base\_and\_recommended"

usethis::base\_and\_recommended()

## Error: 'base\_and\_recommended' is not an exported object from 'namespace:usethis'

# works

usethis:::base\_and\_recommended()

## [1] "base" "boot" "class" "cluster" "codetools"

## [6] "compiler" "datasets" "foreign" "graphics" "grDevices"

## [11] "grid" "KernSmooth" "lattice" "MASS" "Matrix"

## [16] "methods" "mgcv" "nlme" "nnet" "parallel"

## [21] "rpart" "spatial" "splines" "stats" "stats4"

## [26] "survival" "tcltk" "tools" "utils"

As an user, you shouldn’t use unexported functions of another package in your own code.

**Why not export all functions?**

There are at least these two reasons:

* In a package you want to provide your user an API that is useful and stable. You can vouch for a few functions, that serve the package main goals, are documented enough, and that you’d only change [with great care](https://devguide.ropensci.org/evolution.html) [if need be](https://ropensci.org/blog/2019/04/30/qualtrics-relaunch/). If your package users rely on an internal function that you decide to ditch when re-factoring code, they won’t be happy, so only export what you want to maintain.
* If all packages exposed all their internal functions, the user environment would be flooded and the namespace conflicts would be out of control.

**Why write internal functions?**

Why write internal functions instead of having everything in one block of code inside each exported functions?

When writing R code in general [there are several reasons to write functions](https://r4ds.had.co.nz/functions.html) and it is the same within R packages: you can re-use a bit of code in several places (e.g. an epoch converter used for the output of several endpoints from a web API), and you can give it a self-explaining name (e.g. convert\_epoch()). Any function defined in your package is usable by other functions of your package (unless it is defined *inside* a function of your package, in which case only that parent function can use it).

Having internal functions also means you can test these bits of code on their own. That said [if you test internals too much re-factoring your code will mean breaking tests](https://r-pkgs.org/tests.html).

To find blocks of code that could be replaced with a function used several times, you could use [the dupree package](https://cran.r-project.org/web/packages/dupree/index.html) whose planned enhancements [include highlighting or printing the similar blocks](https://github.com/russHyde/dupree/issues/48).

**When not to write internal functions?**

There is a balance to be found between writing your own helpers for everything and only depending on external code. [You can watch this excellent code on the topic](https://resources.rstudio.com/rstudio-conf-2019/it-depends-a-dialog-about-dependencies).

**Where to put internal functions?**

You could save internal functions used in one function only in the R file defining that function, and internal functions used in several other functions in a single utils.R file or specialized utils-dates.R, utils-encoding.R files. Choose a system that helps you and your collaborators find the internal functions easily, R will never have trouble finding them as long they’re somewhere in the R/ directory. ![😉](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAA3NCSVQICAjb4U/gAAAAPFBMVEVHcEz/zEz/zEz/zEz/zEz/y0v/zUz/z0f/zE3/zE3/zU1mRQD/zE3crTtyTwaIYxDywUa2jCiedxzLnjL/8Ry6AAAAC3RSTlMA34/PSoC3IJ/vYLtt3F0AAAJoSURBVFiFrZjbloMgDEXVWlEZQOj//+tUFE0g0dTFeWt1bUMukNA0vNTcDe3frnboZnXxMqt+PBin2rH/jaK6qaRsmjq5Xf3AUTYNMrPUeI1ZNQqserOLQgt835nzkmBWvS6N6kXm7EZdeOotx6xilyfwMtZYicOQHnBIUu6fxRgJqfBTjyA+WK11kJCy2CkQd+P0Lglowvl05uGJkYH+XrSD/InRHxEIuulY2JLMcd4sMgxaXIp84gQaYgwdySMHUsR2Do352O0jNvjieYrcgDieXgDwnXaZ94bdQ/vPED/IpaFGcvi1zUvdbtAlZ/sMEDK8i6AUspuImzWOxvgUWJj3EyqOjzBzFm8LUv+s6suwrBlAnINrqO2ldSErofaMGeQIKiSSQEKpZi4NT6l3WSQBO2lOwQfyZISjqQ6kIy6XrimP52Mfcfj/c4NxZbYNhK+Z/cjY80GZt21TcAAIOglyKNIlCPy5OI1UREIK8jpTHgkCRDp7Xdh324yK5WbvQWT4rYX72bfcBCBZQuYiQKISEYEERUuAiOJ/opYokUcaiKJ9pI7YRh5ppja2J1LkVvu72qctX64x79WAcFGsIgojqYcHZKZYtmGv02+lBlfsdYcmeGTnys/oKKat7FATkclQIKY1UKityeVKjqPfHKjW+NRicw63sRwtMpMBxeKYhZ3tv2IC98EnB7OxwE6bm69g002cipvQFMEOjiYOE98WlG3lUMPOLu5e2QjBFsqtioH0xzE0iRhHaw1+9UbResNxvXG93gVCvSuNptolS1Pv2qepdhEVrapzNbaZVeWybrfrl+vDf3NowNZ4dUC+AAAAAElFTkSuQmCC)

Another possible approach to helper functions when used in several packages is to pack them up in a package such as [Yihui Xie’s xfun](https://github.com/yihui/xfun). So then they’re no longer internal functions. ![😵](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAA3NCSVQICAjb4U/gAAAAP1BMVEVHcEz/zEz/zEz/zU3/zE3/zEz/zUz/z0f/zEv/zE3/zE1mRQCfdxz1xEjJnDG2iyipgCJ0UQeGYQ/mtkDZqjoxty7DAAAACnRSTlMA369g70rHIIif9anKMwAAAnFJREFUWIWtmFmWhCAMRZ1BRUvs2v9au5VBJI+Itu+rDuqtkIQQKIq0RC27crAqO1kL5uWk2t4zDpV9e48iZEMpRo3Mt6utUhSjKs8s0fOYTX2GVelJnSd4ZU6Xg9nUsUa1WeZYoxhPyXzMpuT0Mrx8Vn/FmWalx3H8xB9+/ga1miee5Dk/arSKQW5c/TAkSTBpUIAifmqd9fp4G07NSruHUeyEifvkzNHL/J1izt/z77y4f1LmeXPOJ5OH0xr7AMlNfjWkjjrIclYWs6PWkCTJxFbsGSTjrTWenIn8sj+cczjDMO8vL/tvnwMmYtMdjiOZybnIVQcom2NJ5mdlPWSffJypmVoOf4pTTv9DJnA3alBKTbg4vI4pBsYnRp3aAlShPbe3HypcuHjUacsAsg+O9hs1xiA66lQeMTtkElOpIOWSo16iqMnYEFQkdTXqVMPgK/gFHrWSBdzIFPwCjxp11NfPQGXBcO5MbUCgJ85GoEfhR6AnCZkE3V0iEPRk0WJnP9J7IJiQ91XiJXJf3VXFnuZ921yvtheJykigr29O9Jd9sQaFLdA8BmKNEqDUJjgsqUTF32vSZ5AGHZNVj7YjLzVGgvVjV8ttkFPMcT0DVcNu2R8KSvVO8tRExFopaE28KsK2hkhTkMZvVlFrHIlyUB3a5FtknAEIBPvUo/0XMHC5FoWdNgxcLuh0ikDFJNPZp4YdTi4v/NERAkUuLyHJgZS6KWuJgOMozYGMRcsfIb1Jl2Xk8lBrdVXYEhzgJ77UMrcR5AKBKf7cBQK40khuR/yVRvHaJUvx3rVP8dpF1G7VO1djxqxXLuusXXeuD38BYVanH816ay4AAAAASUVORK5CYII=)

**How to document internal functions?**

You should at least add a few comments in their code as usual. Best practice recommended in the [tidyverse style guide](https://style.tidyverse.org/documentation.html#internal-functions) and the [rOpenSci dev guide](https://devguide.ropensci.org/building.html) is to document them with roxygen2 tags like other functions, but to use #' @NoRd to prevent manual pages to be created.

#' Compare x to 1

#' @param x an integer

#' @NoRd

is\_one <- function(x) {

x == 1

}

The keyword @keywords internal would mean [a manual page is created but not present in the function index](https://roxygen2.r-lib.org/articles/rd.html#indexing). A confusing aspect is that you could use it for an *exported, not internal* function you don’t want to be too visible, e.g. a function returning the default app for OAuth in a package wrapping a web API.

#' A function rather aimed at developers

#' @description A function that does blabla, blabla.

#' @keywords internal

#' @export

does\_thing <- function(){

message("I am an exported function")

}

**Explore internal functions**

You might need to have a look at the guts of a package when wanting to contribute to it, or at the guts of several packages to get some inspiration for your code.

**Explore internal functions within a package**

Say you’ve started working on a new-to-you package (or resumed work on a long forgotten package of yours ![😉](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAA3NCSVQICAjb4U/gAAAAPFBMVEVHcEz/zEz/zEz/zEz/zEz/y0v/zUz/z0f/zE3/zE3/zU1mRQD/zE3crTtyTwaIYxDywUa2jCiedxzLnjL/8Ry6AAAAC3RSTlMA34/PSoC3IJ/vYLtt3F0AAAJoSURBVFiFrZjbloMgDEXVWlEZQOj//+tUFE0g0dTFeWt1bUMukNA0vNTcDe3frnboZnXxMqt+PBin2rH/jaK6qaRsmjq5Xf3AUTYNMrPUeI1ZNQqserOLQgt835nzkmBWvS6N6kXm7EZdeOotx6xilyfwMtZYicOQHnBIUu6fxRgJqfBTjyA+WK11kJCy2CkQd+P0Lglowvl05uGJkYH+XrSD/InRHxEIuulY2JLMcd4sMgxaXIp84gQaYgwdySMHUsR2Do352O0jNvjieYrcgDieXgDwnXaZ94bdQ/vPED/IpaFGcvi1zUvdbtAlZ/sMEDK8i6AUspuImzWOxvgUWJj3EyqOjzBzFm8LUv+s6suwrBlAnINrqO2ldSErofaMGeQIKiSSQEKpZi4NT6l3WSQBO2lOwQfyZISjqQ6kIy6XrimP52Mfcfj/c4NxZbYNhK+Z/cjY80GZt21TcAAIOglyKNIlCPy5OI1UREIK8jpTHgkCRDp7Xdh324yK5WbvQWT4rYX72bfcBCBZQuYiQKISEYEERUuAiOJ/opYokUcaiKJ9pI7YRh5ppja2J1LkVvu72qctX64x79WAcFGsIgojqYcHZKZYtmGv02+lBlfsdYcmeGTnys/oKKat7FATkclQIKY1UKityeVKjqPfHKjW+NRicw63sRwtMpMBxeKYhZ3tv2IC98EnB7OxwE6bm69g002cipvQFMEOjiYOE98WlG3lUMPOLu5e2QjBFsqtioH0xzE0iRhHaw1+9UbResNxvXG93gVCvSuNptolS1Pv2qepdhEVrapzNbaZVeWybrfrl+vDf3NowNZ4dUC+AAAAAElFTkSuQmCC)). How to know how it all hangs together? **You can use the same methods as for debugging code, exploring code is like debugging it and vice versa!**

One first way to understand what a given helper does is looking at its code, [from within RStudio there are some useful tools for navigating functions](https://support.rstudio.com/hc/en-us/articles/200710523-Navigating-Code). You can then search for occurrences of its names across R scripts. These first two tasks are static code analysis (well unless your brain really executes R code by reading it!). Furthermore, a non static way to explore a function is to use [browser() inside it or inside functions calling it](https://resources.rstudio.com/rstudio-conf-2019/box-plots-a-case-study-in-debugging-and-perseverance).

Another useful tool is the [in development pkgapi package](https://github.com/r-lib/pkgapi). Let’s look at the [cranlogs source code](https://blog.r-hub.io/2019/05/02/cranlogs-2-1-1/).

map <- pkgapi::map\_package("/home/maelle/Documents/R-hub/cranlogs")

We can see all defined functions, exported or not.

str(map$defs)

## 'data.frame': 8 obs. of 7 variables:

## $ name : chr "check\_date" "cran\_downloads" "cran\_top\_downloads" "cranlogs\_badge" ...

## $ file : chr "R/utils.R" "R/cranlogs.R" "R/cranlogs.R" "R/badge.R" ...

## $ line1 : int 1 61 184 16 137 105 117 126

## $ col1 : int 1 1 1 1 1 1 1 1

## $ line2 : int 6 103 208 33 153 115 124 135

## $ col2 : int 1 1 1 1 1 1 1 1

## $ exported: logi FALSE TRUE TRUE TRUE FALSE FALSE ...

We can see all calls inside the package code, to functions from the package and other packages.

str(map$calls)

## 'data.frame': 84 obs. of 9 variables:

## $ file : chr "R/badge.R" "R/badge.R" "R/badge.R" "R/badge.R" ...

## $ from : chr "cranlogs\_badge" "cranlogs\_badge" "cranlogs\_badge" "cranlogs\_badge" ...

## $ to : chr "base::c" "base::match.arg" "base::paste0" "base::paste0" ...

## $ type : chr "call" "call" "call" "call" ...

## $ line1: int 17 21 23 25 30 7 8 62 65 66 ...

## $ line2: int 17 21 23 25 30 7 8 62 65 66 ...

## $ col1 : int 38 14 14 16 3 14 14 35 8 17 ...

## $ col2 : int 38 22 19 21 8 19 19 35 14 25 ...

## $ str : chr "c" "match.arg" "paste0" "paste0" ...

We can filter that data.frame to only keep calls between functions defined in the package.

library("magrittr")

internal\_calls <- map$calls[map$calls$to %in% glue::glue("{map$name}::{map$defs$name}"),]

internal\_calls %>%

dplyr::arrange(to)

## file from to type line1 line2 col1

## 1 R/cranlogs.R cran\_downloads cranlogs::check\_date call 69 69 7

## 2 R/cranlogs.R cran\_downloads cranlogs::check\_date call 73 73 7

## 3 R/cranlogs.R to\_df\_1 cranlogs::fill\_in\_dates call 123 123 3

## 4 R/cranlogs.R cran\_downloads cranlogs::to\_df call 101 101 3

## 5 R/cranlogs.R to\_df cranlogs::to\_df\_1 call 109 109 5

## 6 R/cranlogs.R to\_df cranlogs::to\_df\_r call 107 107 5

## col2 str

## 1 16 check\_date

## 2 16 check\_date

## 3 15 fill\_in\_dates

## 4 7 to\_df

## 5 11 to\_df\_1

## 6 11 to\_df\_r

That table can help understand how a package works. One could combine that with a network visualization.

library("visNetwork")

internal\_calls <- internal\_calls %>%

dplyr::mutate(to = gsub("cranlogs\\:\\:", "", to))

nodes <- tibble::tibble(id = map$defs$name,

title = map$defs$file,

label = map$defs$name,

shape = dplyr::if\_else(map$defs$exported,

"triangle",

"square"))

edges <- internal\_calls[, c("from", "to")]

visNetwork(nodes, edges, height = "500px") %>%

visLayout(randomSeed = 42) %>%

visNodes(size = 10)

In this interactive visualization one sees three exported functions (triangles), with only one that calls internal functions. Such a network visualization might not be that useful for bigger packages, and in our workflow is limited to pkgapi’s capabilities (e.g. not memoised functions)… but it’s at least quite pretty.

**Explore internal functions across packages**

Looking at helpers in other packages can help you write your own, e.g. looking at a package elegantly wrapping a web API could help you wrap another one elegantly too.

Bob Rudis [wrote a very interesting blog post about his exploration of R packages “utility belts” i.e. the utils.R files](https://rud.is/b/2018/04/08/dissecting-r-package-utility-belts/). We also recommend our own blog post [about reading the R source](https://blog.r-hub.io/2019/05/14/read-the-source/).

**Conclusion**

In this post we explained what internal functions are, and gave a few tips as to how to explore them within a package and across packages. We hope the post can help clear up a few doubts. Feel free to comment about further ideas or questions you may have.